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Abstract

We study mechanism design in a setting where agents know their types but are un-

certain about the utility from any alternative. The final realized utility of each agent is

observed by the principal and can be contracted upon. In such environments, the prin-

cipal is not restricted to using only transfers but can employ security contracts which

determine each agent’s payoff as a function of their realized utility and the profile of

announced types. We show that using security contracts instead of transfers expands

the set of (dominant strategy) implementable social choice functions. Our main result

is that in a finite type space, every social choice function that can be implemented

using a security contract can also be implemented using a royalty contract. Royalty

contracts are simpler and commonly used security contracts, in which agents initially

pay a transfer and keep a fraction of their realized utility. We also identify a condition

called acyclicity that is necessary and sufficient for implementation in these environ-

ments.
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1 Introduction

The classic setting in mechanism design with quasi-linear utilities is the following. Agents

privately observe their type and make reports to the mechanism designer. Based on these

reports, the mechanism designer chooses an alternative and transfer amounts. Agents then

realize their utility from the chosen alternative and their final payoff is this utility less their

transfer amount. We refer to such mechanisms as quasilinear mechanisms. An important

aspect of this setting is that the mechanism is a function only of the reports and not of the

realized utilities of the agents. This could either be because the principal cannot observe

these utilities or that they are not verifiable by third parties and hence contracts based on

them cannot be enforced.

However, in many practical settings principals can and do offer contracts which are func-

tions of both the agents’ reports and their realized utilities. Consider the example of an

author selling the publishing rights of his upcoming book. Here, the publisher (the princi-

pal) chooses the terms of the contract and an amount to invest in research, publicity and

marketing for the author’s work (the alternative). The revenue from sales is uncertain but

it depends on the quality of the author’s writing (the private type) and the investment by

the publishing house. Contracts often consist of an advance payment to the author and, in

return, the publisher gets to keep a percentage of the revenue from future sales of the book.

The terms (the advance and the royalty rate) depend on the author’s reported type but the

final payoffs from the contract to both parties depend on the true type and chosen alternative.

Such contracts are ubiquitous, and settings where they are used include musicians seeking

record labels, entrepreneurs selling their firms to acquirers or soliciting venture capital, and

sports associations selling broadcasting rights. In addition, auctions are often conducted in

which buyers bid using such contracts as opposed to simply making cash bids. Examples

include the sale of private companies and divisions of public companies, government sales of

oil leases, wireless spectrum and highway building contracts.

In these settings, the payoffs to both the principal and the agents from the mechanism

differ from the classic quasilinear setting in two important respects. Firstly, at the interim

stage (after realizing the type but before the alternative is chosen), agents are uncertain

about the utility they will get from any alternative. Secondly, the ex-post utility from the

chosen alternative is observable to both the agents and the principal, and the payoffs from

the mechanism to both can depend on this realized utility.

In this paper, we study the problem of dominant strategy implementation in such a

general environment. With this implementation criterion, it is not necessary to assume

that either the principal or the agents have prior beliefs over the types of all agents. A

mechanism in this context consists of a social choice function (scf) and a security contract
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which determines each agent’s payoff as a function of their realized utility and the profile of

announced types. An important (and commonly used) example of a security contract is a

royalty contract, where (as a function of the reports) the mechanism designer specifies an

upfront transfer and the percentage of the realized utility that is awarded to the agents. We

say that an scf is implementable using a security (royalty) contract if there exists a security

(royalty) contract such that truthful reporting of type is a dominant strategy for each agent

in the mechanism.

The primary objectives of this paper are (a) to characterize the set of scfs implementable

using security contracts, (b) to characterize the set of scfs that are implementable using roy-

alty contracts, and (c) to examine how much these two sets expand the set of implementable

scfs from the classic quasilinear environment.

Under a reasonable assumption on the distribution of utilities, our main result shows

that if the type space is finite, then any scf implementable using a security contract can

be implemented using a royalty contract. Additionally, we show that the set of scfs imple-

mentable by a security contract in this environment can be characterized using a condition

called acyclicity, which is simple to interpret and apply.

Thus, as far as implementability is concerned, the mechanism designer can focus solely on

the simpler class of royalty contracts. Put differently, our main result shows that the set of

implementable scfs does not expand when we go from royalty contracts to more complicated

security contracts. This provides one explanation for the ubiquity of royalty contracts in

practical applications. However, we show using an example that the payoff achieved from a

security contract that implements an scf may not be achievable using any royalty contract

that implements the same scf. Thus, revenue/payoff equivalence does not hold across these

two classes of contracts.

As an application of our results, consider a planner trying to implement alternatives that

maximize social welfare. There are two commonly used criteria for evaluating welfare. The

first is the utilitarian scf in which the planner chooses an alternative to maximize the sum of

the agents’ utilities. It is well known that the utilitarian scf can be implemented in dominant

strategies using the quasilinear Vickrey-Clarke-Groves transfers. The second is the max-min

or Rawlsian scf in which the planner chooses an alternative that maximizes the minimum

utility of agents. It has been shown that the Rawlsian scf may not be implementable using

quasilinear transfers. A contribution of this paper is to show that the Rawlsian scf is acyclic,

and hence, by our result, implementable using a royalty contract. Thus, security contracts

allow the principal to achieve certain important welfare objectives which may not be possible

to implement using quasilinear transfers.

Our main result has a connection with the classic results of revealed preference in con-
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sumer theory.1 The acyclicality condition we use to characterize implementability is analo-

gous to the Generalized Axiom of Revealed Preference (Varian, 1982) which is a necessary

and sufficient condition for a finite price consumption data set to be rationalized by a utility

maximizing consumer. Additionally, the celebrated Afriat’s theorem (Afriat, 1967; Varian,

1982) shows that a data set can be rationalized by a utility function if and only if it can be

rationalized by a concave utility function. Analogously, our main result shows that acyclicity

is necessary and sufficient for implementability using either security or royalty contracts. By

contrast, implementability by quasilinear transfers is characterized by cycle monotonicity

(Rochet, 1987; Rockafellar, 1970), which is a stronger condition than acyclicality.2

The rest of the paper is organized as follows. Section 2 introduces the model. In Section

3, we present our main result - the implementability equivalence between security and royalty

mechanisms. In Section 4, we present the characterization of implementable scfs using the

acyclicity condition. Section 5 shows that the Rawlsian scf can be implemented using royalty

contracts. Then, we present some extensions and discussions of our result in Section 6. In

order to make formal connections with our model, we defer the discussion of the related

literature to Section 7. Finally, in our concluding remarks in Section 8, we provide a few

avenues for future research.

2 The Model

There is a set of agents N := {1, . . . , n}, who face a mechanism designer (principal). The

set of alternatives is A. The type of an agent i is denoted by θi and the set of types for this

agent is denoted by Θi. Each agent knows his type but the mechanism designer does not

know the types of the agents. The ex-post utility of agent i with type θi for an alternative

a ∈ A is given by ui(θi, a), and is observed by both the agent and the mechanism designer.3

At the interim stage (i.e., after realization of the type and before an alternative is chosen),

this utility is not known to the agent and the mechanism designer. It is assumed that when

agent i has type θi, his ex-post utility from alternative a follows some distribution on R with

cumulative distribution Gθi,a. Note that since the utility is a random variable, its realization

1Since the earliest work on implementation (Rochet, 1987), there have been analogies made with revealed

preference theory.
2Implementability of an scf by quasilinear transfers can be considered to be analogous to rationalizabil-

ity of choice data by quasilinear utility functions (Brown and Calsamiglia, 2007). Additionally, Rahman

(2011) considers a very general quasilinear setting with stochastic signals and shows the relation to revealed

stochastic preference.
3A more general model that we do not consider is to allow interdependence in utilities, i.e., ui is a function

of types of all the agents.
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need not reveal the type of the agent.4 We will impose the following restriction on the

distribution of utilities.

Definition 1 The distributions of utilities is ordered by first order stochastic dominance or

simply ordered if for all i, θi, θ
′
i ∈ Θi and for all a ∈ A, we have

either Gθi,a �FOSD Gθ′i,a
or Gθ′i,a

�FOSD Gθi,a,

where �FOSD is the first-order stochastic dominance relation.

The above ordering requirement says that for every agent i and every alternative a ∈ A, the

types in Θi can be ordered using the FOSD relation. To the best of our knowledge, most of the

theoretical work on mechanism design with securities requires this assumption.5 Importantly,

the standard deterministic mechanism design environment (where the distribution of utilities

corresponding to each alternative is degenerate) is ordered in the above sense.

A social choice function (scf) is a mapping f : Θ1 × · · · × Θn → A. This mapping

specifies the chosen alternative for every profile of reported types.

We now define a security contract. A security contract of agent i is a mapping si :

R × Θ1 × · · · × Θn → R, which is strictly increasing in the first argument. The security

contract for agent i assigns a payoff to i given his realized utility and the profile of reported

types. The interpretation here is that the final utility of the agent is not known ex-ante when

the agent reports his type but it is revealed to the agent and the mechanism designer once it

is realized at which point, the security contract assigns a payoff to the agent. For instance,

if an alternative a ∈ A is chosen and the true type of the agent is θi, the security contract

assigns payoff si(ui(θi, a), θ′i, θ
′
−i) to i when utility ui(a, θi) is realized, and the reported type

profile is (θ′i, θ
′
−i). Since si is strictly increasing in the first argument, the mechanism awards

the agent a strictly greater payoff whenever the realized utility is strictly higher.

While the security contracts we consider are very general and model many real world

securities, they are with loss of generality. Requiring si to be strictly increasing in the first

argument is not completely innocuous as it rules out certain commonly used securities which

are weakly increasing such as call options and convertible debt.6 The main reason that this

4Of course, if the principal knew the prior distribution over the agents’ types, the realized utility would

allow him to update the prior. By contrast, if the principal does not know the type distribution, he will not

be able to make inference (dominant strategy implementation is appropriate for these cases). That said, we

allow the supports of the distributions of utilities to vary over different alternatives. Hence, even without

prior knowledge of type distributions, there may be certain realizations of utility from which the principal

can back out the type of the agent.
5Often, the stronger assumption of affiliation (Milgrom and Weber, 1982) is made instead (DeMarzo et al.,

2005; Gorbenko and Malenko, 2010).
6Later, we will show that we can strengthen our ordering condition on distribution of utilities such that

some of these weakly increasing contracts can also be covered in our results.
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assumption is made is to prevent the principal from “buying” the agents, thereby making

them indifferent amongst reports and trivializing the implementation problem.7 Additionally,

notice that we do not allow the payoff to agent i from the security contract to depend on

the realized utilities of the other agents but only on their announced types. This is true in

most real world securities and, to the best of our knowledge, this simplifying assumption is

made in all of the papers in the literature.

A security mechanism is (f, s1, . . . , sn), where f is an scf and (s1, . . . , sn) are the

security contracts of the agents. A special case of the security mechanism is the standard

quasi-linear mechanism (f, t1, . . . , tn), in which the contracts just specify transfer rules

(t1, . . . , tn), where ti : Θ1× · · · ×Θn → R is the transfer rule of agent i. The payoff assigned

to agent i by such a quasi-linear mechanism is ui(θi, f(θ′i, θ
′
−i))− ti(θ′i, θ′−i) if the agent’s true

type is θi and the profile of reported types is (θ′i, θ
′
−i).

Another class of security mechanisms is the class of royalty mechanisms, which consists

of an scf and a simpler security contract for every agent, which we call the royalty contract.

A royalty contract for agent i consists of two mappings, a royalty rule ri : Θ1 × · · · ×Θn →
(0, 1] and a transfer rule ti : Θ1 × · · · × Θn → R. The payoff assigned to agent i by such a

royalty contract is

ri(θ
′
i, θ
′
−i)ui(θi, f(θ′i, θ

′
−i))− ti(θ′i, θ′−i),

if the true type of agent i is θi and the profile of reported types is (θ′i, θ
′
−i). In words, a

royalty contract specifies a transfer amount and a fraction of the utility to be shared. As we

pointed out in the introduction, such contracts are ubiquitous in practice. Once again, by

not allowing ri(θi, θ−i) = 0 for all θi, θ−i, we are excluding the possibility that the mechanism

designer can “buy” the agent.

We will now define the notion of (dominant strategy) implementation that we consider.

Because this is an environment with uncertainty about the utility of the agent, the agent

must compute his expected utility before reporting his type. In particular, if the true type

of agent i is θi and the profile of reports is (θ′i, θ
′
−i), the (security) mechanism (f, s1, . . . , sn),

provides him expected utility given by

Eui [si(ui(θi, f(θ′i, θ
′
−i)), θ

′
i, θ
′
−i)],

where the expectation is taken using the cdf Gθi,f(θ′i,θ
′
−i)

.

Definition 2 An scf f is implementable by a security contract if there exist security

7When the supports of the utility distributions are such that realized utilities reveal types, this restriction

may also prevent the mechanism designer from punishing detectable misreports which result in higher realized

utilities.
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contracts (s1, . . . , sn) such that

Eui [si(ui(θi, f(θi, θ−i)), θi, θ−i)] ≥ Eui [si(ui(θi, f(θ′i, θ−i)), θ
′
i,θ−i)]

∀ i, θi, θ′i ∈ Θi and θ−i ∈ Θ−i.

In this case, we say that the security contracts (s1, . . . , sn) implement f and the security

mechanism (f, s1, . . . , sn) is incentive compatible.

In case of implementation by a royalty mechanism, the incentive constraints look simpler.

Definition 3 An scf f is implementable by a royalty contract if there exist royalty

contracts ((r1, t1), . . . , (rn, tn)), such that

ri(θi, θ−i)Eui [ui(θi, f(θi, θ−i))]− ti(θi, θ−i) ≥ ri(θ
′
i, θ−i)Eui [ui(θi, f(θ′i, θ−i))]− ti(θ′i, θ−i)

∀ i, θi, θ′i ∈ Θi and θ−i ∈ Θ−i.

In this case, we say that the royalty contracts ((r1, t1), . . . , (rn, tn)) implement f and the

royalty mechanism (f, (r1, t1), . . . , (rn, tn)) is incentive compatible.

2.1 A Motivating Example - The Max-min Social Choice Function

The ability to contract on the realized utilities in the ex-post stage has a nontrivial impact on

the set of scfs that can be implemented using securities in such environments. We illustrate

this with a simple example. Consider an environment with two agents N := {1, 2} and three

alternatives A := {a1, a2, a3}. Assume that the expected utility is ūi(θi, a) := Eui [ui(θi, a)]

for agent i if his true type is θi and an alternative a ∈ A is chosen.

Definition 4 An scf f is a max-min scf if for every type profile θ ≡ (θ1, θ2)

f(θ1, θ2) ∈ arg max
a∈A

min
i∈{1,2}

Eui [ui(θi, a)].

Thus, the max-min scf chooses an alternative that maximizes the minimum utility of the two

agents. In social choice theory literature, the max-min scf is also referred to as the Rawlsian

rule - see Arrow and Sen (2002) for a comprehensive discussion on various aspects of this rule.

If an alternative is a welfare scheme and the utilities of the agents reflect the utility derived

from these welfare schemes, then the max-min scf chooses a welfare scheme that maximizes

the minimum utility derived by any agent. Put differently, the Rawlsian rule reflects a

society which aims to maximize the well-being of its worst off member. Bikhchandani et al.

(2006) (see supplemental material) showed that the max-min scf is not implementable using

quasi-linear transfers. The following example demonstrates this.
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Example 1

Consider a type space Θ1 ⊇ {θ1, θ
′
1} and Θ2 ⊇ {θ2}. Suppose A = {a1, a2, a3}. The expected

utilities at the two type profiles (θ1, θ2) and (θ′1, θ2) are as shown in Table 1.

a1 a2 a3 a1 a2 a3

Eu1 [u1(θ1, ·)] = ū1(θ1, ·) 2 3 5 Eu1 [u1(θ′1, ·)] = ū1(θ′1, ·) 0 1 2

Eu2 [u2(θ2, ·)] = ū2(θ2, ·) 1 4 2 Eu2 [u2(θ2, ·)] = ū2(θ2, ·) 1 4 2

Table 1: Utilities

If f is the max-min scf, then f(θ1, θ2) = a2 but f(θ′1, θ2) = a3. To see why this is not

implementable by quasi-linear transfers, assume for contradiction that there exists a transfer

rule t1 : Θ1 ×Θ2 → R for agent 1, such that

ū1(θ1, f(θ1, θ2))− t1(θ1, θ2) ≥ ū1(θ1, f(θ′1, θ2))− t1(θ′1, θ2)

ū1(θ′1, f(θ′1, θ2))− t1(θ′1, θ2) ≥ ū1(θ′1, f(θ1, θ2))− t1(θ1, θ2).

Then, adding these constraints, we get[
ū1(θ1, f(θ1, θ2))− ū1(θ1, f(θ′1, θ2))

]
+
[
ū1(θ′1, f(θ′1, θ2))− ū1(θ′1, f(θ1, θ2))

]
≥ 0.

Plugging in these values from Table 1, we notice that −2 + 1 ≥ 0, a contradiction.

As an application of our main characterization, we will show that such a max-min scf can be

implemented using a royalty contract. This shows that there are important welfare objectives

that cannot be achieved using quasi-linear transfers but can be implemented using royalty

contracts.

3 The Main Result

Our main result shows that for finite type spaces, the set of scfs that can be implemented

using any (security) contract can also be implemented using a royalty contract.

Theorem 1 Suppose the type space is finite and distributions of utilities are ordered. Then,

an scf is implementable using a security contract if and only if it is implementable using a

royalty contract.

The proof of Theorem 1 involves identifying a necessary condition for implementation

using a security mechanism, and then showing that this condition is sufficient for imple-

mentation using a royalty mechanism. Before we state this condition, we will like to point
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out some simplification in notation that we will use. For clarity of exposition, we choose

to conduct the analysis that follows in a single agent environment. We can do so because

the incentive compatibility requirement is for each agent i and all possible reports θ−i of the

other agents, and so we can conduct our analysis for an arbitrary agent i and take θ−i as

fixed. By taking θ−i as fixed, social choice functions essentially become a function of i’s type

alone and so we can drop the subscript on type space Θi so that f : Θ→ A. Then, we can

also drop the subscript from the utility function ui and represent it as u. Finally, the sub-

scripts in the notation for the contracts can also be simplified and we can use s : R×Θ→ R
instead of si, r : Θ→ (0, 1] and t : Θ→ R instead of ri and ti respectively. Mechanisms can

now simply be expressed as (f, s), (f, r, t) instead of (f, s1, . . . , sn), (f, (r1, t1), . . . , (rn, tn))

respectively. Except for Section 5, we will use this one agent notation everywhere from now

on.

The proof of the theorem utilizes the following acyclicity condition. For every scf f ,

define the preference relation �f over types as follows: for every θ, θ′ ∈ Θ,

θ′ �f θ if Gθ′,f(θ) �FOSD Gθ,f(θ).

Also, let θ′ �f θ if the above FOSD relation is strict. Note that �f may not be a complete

relation and may not be transitive.8

Definition 5 An scf f is acyclic if for every θ, θ′ ∈ Θ such that there is a sequence of

types θ1, . . . , θk with θ′ �f θ1, θ1 �f θ2, . . ., θk−1 �f θk, θk �f θ, we have θ �f θ′.

The next proposition establishes that acyclicity is a necessary condition for implementation

by a security contract.

Proposition 1 Suppose the distributions of utilities are ordered. If an scf is implementable

by a security contract, then it is acyclic.

Proof : Suppose scf f is implementable by a security contract s. Consider θ, θ′ ∈ Θ such that

there is a sequence of types θ1, . . . , θk with θ′ �f θ1, θ1 �f θ2, . . ., θk−1 �f θk, θk �f θ. Let

θ′ ≡ θ0 and θ ≡ θk+1. Pick any j ∈ {0, 1, . . . , k}. Now, since Gθj ,f(θj+1) �FOSD Gθj+1,f(θj+1),

we have

Eu[s(u(θj, f(θj)), θj)] ≥ Eu[s(u(θj, f(θj+1)), θj+1)]
(
since f is implementable

)
≥ Eu[s(u(θj+1, f(θj+1)), θj+1)]

(
since Gθj ,f(θj+1) �FOSD Gθj+1,f(θj+1)

)
,

8In contrast to our notion of acyclicality over types, Rochet (1987) provides an acyclicality condition over

alternatives as a necessary (but not sufficient) condition for implementation in the deterministic quasilinear

environment. Of course, our condition will also be a necessary for implementation in the deterministic

quasilinear environment.
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where we also used the fact that s is strictly increasing in the first argument for the second

inequality. This shows that Eu[s(u(θj, f(θj)), θj)] ≥ Eu[s(u(θj+1, f(θj+1)), θj+1)] for any

j ∈ {0, 1, . . . , k}. Summing over j ∈ {0, 1, . . . , k}, and telescoping, we get

Eu[s(u(θ′, f(θ′)), θ′)] ≥ Eu[s(u(θ, f(θ)), θ)]

≥ Eu[s(u(θ, f(θ′)), θ′)]
(
since f is implementable).

Since the distribution of utilities is ordered and s is strictly increasing in the first argument,

it must be that Gθ,f(θ′) �FOSD Gθ′,f(θ′) or θ �f θ′. Hence, f is acyclic. �

Remark. Though we required the security contract to be increasing in the first argument

(the realized utility) for Proposition 1, we can weaken it to be weakly increasing under addi-

tional assumptions. To see this, suppose the support of the realized utilities for any type and

any alternative is [u, u], where u < u. The distributions of utilities are strictly ordered

if they are ordered and for all θ, θ′ ∈ Θ and for all a ∈ A, we have either Gθ,a = Gθ′,a or

{w ∈ [u, u] : Gθ,a(w) = Gθ′,a(w)} = {u, u}. We will say a security contract s is almost

strictly increasing if it is weakly increasing in the first argument and there is some positive

length interval L ⊆ [u, u] over which s is strictly increasing in the first argument. With

these two assumptions, it is not difficult to see that for any θ, θ′ ∈ Θ and any a ∈ A, if

G(θ′, a) �FOSD G(θ, a), then Eu[s(u(θ′, a), θ′′)] > Eu[s(u(θ, a), θ′′)] for all θ′′ ∈ Θ. Conse-

quently, Proposition 1 will continue to hold under these assumptions. As we will show next,

with finite type spaces, acyclicity is a sufficient condition for implementability using a royalty

contract. Hence, the main result (Theorem 1) will continue to hold true with these modified

assumptions.

Now, we establish that with finite type spaces, acyclicity implies that an scf can be

implemented using a royalty contract.

Proposition 2 Suppose the type space is finite and the distributions of utilities are ordered.

If an scf is acyclic, then it can be implemented using a royalty contract.

Proof : Fix an scf f that is acyclic. Notice that to show f can be implemented by a royalty

contract, we need to show that there exist maps r : Θ→ (0, 1] and t : Θ→ R such that for

every θ, θ′ ∈ Θ, we have

r(θ)Eu[u(θ, f(θ))]− t(θ) ≥ r(θ′)Eu[u(θ, f(θ′))]− t(θ′)
= r(θ′)Eu[u(θ′, f(θ′))]− t(θ′)
+ r(θ′)

[
Eu[u(θ, f(θ′))]− Eu[u(θ′, f(θ′))]

]
.
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Notice that if a royalty contract (r, t) implements f , then r(θ)Eu[u(θ, f(θ))] − t(θ) is the

equilibrium net utility of telling the truth when his type is θ. If we denote the net utility of

telling the truth when the type is θ as W (θ) := r(θ)Eu[u(θ, f(θ))] − t(θ), then the royalty

contract (r, t) implements f if for every θ, θ′ ∈ Θ, we have

W (θ′)−W (θ) ≤ r(θ′)
[
Eu[u(θ′, f(θ′))]− Eu[u(θ, f(θ′))]

]
(1)

Hence, we will construct maps W : Θ → R and r : Θ → (0, 1] such that for all θ, θ′,

Inequality (1) is satisfied - note that constructing the maps W and r also specifies the map

t by setting t(θ) := r(θ)Eu[u(θ, f(θ))] −W (θ) for all θ ∈ Θ. Further, note that if we can

construct W and r maps satisfying Inequality (1) such that r(θ) > 0 for all θ ∈ Θ, we can

always scale them, by dividing by maxθ∈Θ r(θ), and get a new set of W and r maps that

satisfy Inequality (1). Hence, without loss of generality, we will construct maps W : Θ→ R
and r : Θ→ R++ such that for all θ, θ′, Inequality (1) is satisfied.

We do this construction using induction on |Θ|. The base case is trivial. Suppose, we

can construct W and r for all type spaces with less than K types and let |Θ| = K.

For every θ ∈ Θ, let C(θ) := {θ′ ∈ Θ : θ′ �f θ}. A type θ is maximal with respect to

�f if C(θ) = ∅. Denote the set of types that are maximal with respect to �f as M�f
. A

consequence of acyclicity of �f and finite Θ is that M�f
is non-empty (Sen, 1970). Then, for

every type θ′ ∈M�f
and for every θ ∈ Θ, we have θ �f θ′, which implies that Gθ′,f(θ′)) �FOSD

Gθ,f(θ′) because distributions of utilities are ordered. Hence, for every type θ′ ∈M�f
and for

every θ ∈ Θ, we have

Eu[u(θ′, f(θ′))]− Eu[u(θ, f(θ′))] ≥ 0. (2)

Hence, if M�f
= Θ, then we can just set W (θ) = 0 and r(θ) any value in (0, 1] for all

θ ∈ Θ, and this will satisfy Inequality 1. So, we assume that M�f 6= Θ. By our induction

hypothesis, we can find W (θ) and r(θ) for all θ ∈ Θ\M�f
such that Inequality (1) is satisfied

for each θ, θ′ ∈ Θ \M�f
. We now proceed by defining for all θ ∈M�f

,

W (θ) := max
θ′∈Θ\M�f

[
W (θ′) + r(θ′)

[
Eu[u(θ, f(θ′))]− Eu[u(θ′, f(θ′))]

]]
.

Next, for all θ ∈M�f
, we set large enough r(θ) such that it is positive and

r(θ) > max
θ′∈Θ\M�f

[
W (θ)−W (θ′)

Eu[u(θ, f(θ))]− Eu[u(θ′, f(θ))]

]
. (3)

Notice that if θ′ ∈ Θ \ M�f
and θ ∈ M�f

, we have θ′ � θ, and hence, Eu[u(θ, f(θ))] −
Eu[u(θ′, f(θ))] > 0. This ensures that the denominator of Inequality 3 is positive. By the

definition of W , Inequality 1 is satisfied if θ ∈ M�f
and θ′ ∈ Θ \M�f

. By our induction

11



hypothesis, it is also satisfied if θ, θ′ ∈ Θ \ M�f
. If θ, θ′ ∈ M�f

, then, by construction

W (θ′) −W (θ) = 0 and Equation 2 ensures that Inequality (1) is satisfied. Finally, by the

definition of r(θ′) (Inequality 3), Inequality 1 is satisfied for the case, where θ ∈ Θ \M�f

and θ′ ∈M�f
. This concludes the proof. �

Proof of Theorem 1. The proof follows from Propositions 1 and 2, and the fact that a

royalty contract is also a security contract.

4 Implementation Using Royalty Contracts

In this section, we provide conditions which characterize scfs implementable by royalty con-

tracts. Due to Theorem 1, this will also characterize all scfs implementable by securities in

finite type spaces. This characterization will also enable us to demonstrate via a counterex-

ample that Theorem 1 doesn’t hold in general for infinite type spaces.

It is well known that a condition called cycle monotonicity characterizes the set of scfs

implementable by a quasi-linear mechanism (Rochet, 1987; Rockafellar, 1970). We adapt the

cycle monotonicity condition below and show it to be necessary and sufficient for scfs to be

implementable by a royalty contract.

Definition 6 An scf f is multiplier K-cycle monotone, where K ≥ 2 is a positive

integer, if there exists λ : Θ → (0, 1] such that for all finite sequence of types (θ1, . . . , θk)

with k ≤ K, we have

k∑
j=1

λ(θj)
[
Eu[u(θj, f(θj))]− Eu[u(θj+1, f(θj))]

]
≥ 0,

where θk+1 ≡ θ1. An scf f is multiplier cycle monotone if it is multiplier K-cycle

monotone for all integers K ≥ 2.

The next proposition establishes that multiplier cycle monotonicity is necessary and suffi-

cient for implementation by a royalty contract. The proof follows standard steps using cycle

monotonicity results in convex analysis (Rochet, 1987; Rockafellar, 1970) and it is relegated

to the Appendix.

Proposition 3 An scf is implementable by a royalty contract if and only if it is multiplier

cycle monotone.

This leads to the following immediate characterization.

Theorem 2 Suppose the type space is finite and the distributions of utilities are ordered.

Then, the following conditions are equivalent for an scf f .

12



1. f is acyclic.

2. f is multiplier cycle monotone.

3. f is implementable by a royalty contract.

4. f is implementable by a security contract.

Proof : The proof follows from Propositions 1, 2, 3, and the fact that a royalty contract is

also a security contract. �

We now present an example with countably infinite type space Θ where Theorem 1 breaks

down. For simplicity, the example is deterministic – for every type θ ∈ Θ and for every a ∈ A,

the realized utility is ū(θ, a) with probability one or, in other words, the utility distribution

Gθ,a is degenerate. Uncertainty can be introduced into this example if we assume that for

each θ, a, there is a utility ū(θ, a) which occurs with probability almost one and all other

utilities occur with probability sufficiently close to zero. This uncertainty can be chosen in

a way so that the distributions remain ordered.9

We first show that acyclicity is a sufficient condition for implementability in this model.

The proof of this lemma is given in the Appendix.

Lemma 1 Suppose Θ is countable and the distributions Gθ,a are degenerate for all θ, a. If

an scf is acyclic, it can be implemented using a security contract.

We now give an example of an scf in this model that can be implemented using a security

contract but cannot be implemented using a royalty contract.

Example 2

Consider the following countably infinite type space

Θ =
{
θ2, θ3, . . .

}
∪ {θ∞} .

Take an outcome space of equal cardinality and consider an scf f which satisfies

f
(
θk
)
6= f

(
θk
′
)

for all k 6= k′.

Define a utility function u satisfying

ū(θk, f(θk
′
)) =


2
k′

if k′ < k
1
k

if k′ = k
1

2k′
if k′ > k

0 if k′ =∞
9A simple way would be to assume u(θ, a) = ū(θ, a) + ε, where ε has mean zero and its distribution does

not depend on θ, a.
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Finally, we define utility for type θ∞ as

ū(θ∞, f(θk
′
)) =

{
2
k′

if k′ <∞
1 otherwise

We first argue that f is acyclic. This is because θk � θk
′

for all k′ < k ≤ ∞ as

ū(θk, f(θk
′
)) =

2

k′
>

1

k′
= ū(θk

′
, f(θk

′
)).

Moreover, when k < k′ <∞ then θk � θk
′

as

ū(θk, f(θk
′
)) =

1

2k′
<

1

k′
= ū(θk

′
, f(θk

′
)).

Finally, θk � θ∞

ū(θk, f(θ∞)) = 0 < 1 = ū(θ∞, f(θ∞)).

Hence, f is acyclic. By Lemma 1, f can be implemented using a security mechanism.

We now show that f does not satisfy multiplier cycle monotonicity, and hence, by Proposition

3, cannot be implemented by a royalty contract. Let us assume to the contrary that it does.

Then it must be true for the 2-cycle consisting of θk, θ∞ that

λ(θk)[ū(θk, f(θk))− ū(θ∞, f(θk))] + λ(θ∞)[ū(θ∞, f(θ∞))− ū(θk, f(θ∞))] ≥ 0

⇒λ(θ∞)

λ(θk)
≥ −

1
k
− 2

k

1− 0
=

1

k

The last inequality follows from the fact that λ’s are strictly positive and that θk � θ∞.

Similarly, it must be true for 2 cycles consisting of θk, θk+1 that

λ(θk)[ū(θk, f(θk))− ū(θk+1, f(θk))] + λ(θk+1)[ū(θk+1, f(θk+1))− ū(θk, f(θk+1))] ≥ 0

⇒λ(θk+1)

λ(θk)
≥ −

1
k
− 2

k
1

k+1
− 1

2(k+1)

=
2(k + 1)

k

Since both sides of the above inequality are positive, we can multiply inequalities for suc-

ceeding k = 2, . . . , K − 1 to get
λ(θK)

λ(θ2)
≥ 2K−3K.

Combining inequalities we get

λ(θ∞) ≥ λ(θK)

K
≥ 2K−3λ(θ2)

Taking the limit K →∞, we observe that the right side diverges, which implies that λ(θ∞)

must be∞ which is a contradiction. Hence, f does not satisfy multiplier cycle monotonicity,

and cannot be implemented using a royalty contract.
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5 The Max-min SCF

We now revisit the max-min scf we defined in Section 2.1. In order to define this scf formally

for n agents and to present our results, we revert to the n player notation in this subsection.

Definition 7 An scf f is a max-min scf if for every type profile θ ≡ (θ1, . . . , θn)

f(θ) ∈ arg max
a∈A

min
i∈N

Eu[ui(θi, a)].

Further, f is a max-min scf satisfying consistent tie-breaking if there exists a linear

ordering P on alternatives A such that at any type profile θ, f(θ) is the maximal alternative

in the set {a ∈ A : mini∈N Eu[ui(θi, a)] ≥ mini∈N Eu[ui(θi, b)] ∀ b 6= a} according to P .

We had earlier discussed how max-min scfs cannot be implemented using quasi-linear

transfers. By expanding the set of mechanisms to include royalty contracts, the max-min scfs

can now be implemented. The consistent tie-breaking condition is required since otherwise

an agent may be able to manipulate when more than one alternative maximizes the minimum

expected utility of the agents. 10

Theorem 3 Suppose the type space is finite and the distribution of utilities is ordered. Then,

a max-min scf with consistent tie-breaking can be implemented using a royalty contract.

Proof : Suppose f is a max-min scf that satisfies consistent tie-breaking. We will show that

f is acyclic, and by Theorem 2, it can be implemented using a royalty contract. Fix an agent

i. Define for any alternative x ∈ A and any type profile (θ̄i, θ̄−i)

U(x, θ̄i, θ̄−i) = min
j∈N

Eu[uj(θ̄j, x)].

Note that for any alternative x ∈ A and any type profiles (θ̄′i, θ̄−i) and (θ̄i, θ̄−i),

Eu[ui(θ̄′i, x)] ≥ Eu[ui(θ̄i, x)]⇒ U(x, θ̄′i, θ̄−i) ≥ U(x, θ̄i, θ̄−i).

Consider two types θ′i, θi ∈ Θi and a type profile θ−i of other agents. Let �fθ−i
≡�.

Suppose there is a sequence of types (θ1
i , . . . , θ

k
i ) such that θ′i � θ1

i , θ
1
i � θ2

i , . . ., θ
k−1
i � θki ,

θki � θi. Let θ0
i = θ′i and θk+1

i ≡ θi. Pick any j ∈ {0, 1, . . . , k}. Let f(θj+1
i , θ−i) = a and

f(θji , θ−i) = b. Since θji � θj+1
i , Eu[ui(θji , a)] ≥ Eu[ui(θj+1

i , a)]. Hence, we have

U(a, θji , θ−i) ≥ U(a, θj+1
i , θ−i).

10It is known that careful tie-breaking may be necessary to ensure implementability of scfs even in the

deterministic quasi-linear environments. For instance, Carbajal et al. (2013) show that some affine maximizer

scfs may not be implementable in deterministic quasi-linear environments if ties are not broken consistently.
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Since f(θji , θ−i) = b, we have

U(b, θji , θ−i) ≥ U(a, θji , θ−i).

Combining this with the previous inequality, we get

U(f(θji , θ−i), θ
j
i , θ−i) ≥ U(f(θj+1

i , θ−i), θ
j, θ−i) ≥ U(f(θj+1

i , θ−i), θ
j+1
i , θ−i).

Using it over all j ∈ {0, 1, . . . , k}, we get

U(f(θ′i, θ−i), θ
′
i, θ−i) ≥ U(f(θ1

i , θ−i), θ
′
i, θ−i)

≥ U(f(θ1
i , θ−i), θ

1
i , θ−i)

≥ . . .

≥ U(f(θi, θ−i), θi, θ−i).

By definition of f , U(f(θi, θ−i), θi, θ−i) ≥ U(f(θ′i, θ−i), θi, θ−i). This implies that

U(f(θ′i, θ−i), θ
′
i, θ−i) ≥ U(f(θ′i, θ−i), θi, θ−i). (4)

Now, assume for contradiction that θi � θ′i. Hence, Eu[ui(θ′i, f(θ′i, θ−i))] < Eu[ui(θi, f(θ′i, θ−i))].

Notice that since θ′i � θi, f(θ′i, θ−i) 6= f(θi, θ−i). Then, U(f(θ′i, θ−i), θi, θ−i) ≥ U(f(θ′i, θ−i), θ
′
i, θ−i).

Using Inequality 4, we get

U(f(θ′i, θ−i), θ
′
i, θ−i) = U(f(θ1

i , θ−i), θ
′
i, θ−i)

= U(f(θ1
i , θ−i), θ

1
i , θ−i)

= . . .

= U(f(θi, θ−i), θi, θ−i)

= U(f(θ′i, θ−i), θi, θ−i).

Let the linear order used by f to consistently break ties be P . For any j ∈ {0, 1, . . . , k}, we

see that

U(f(θji , θ−i), θ
j
i , θ−i) = U(f(θj+1

i , θ−i), θ
j
i , θ−i).

Hence, it must be that either

f(θji , θ−i) = f(θj+1
i , θ−i) or f(θji , θ−i)Pf(θj+1

i , θ−i).

Hence, either f(θ′i, θ−i) = f(θi, θ−i) or f(θ′i, θ−i)Pf(θi, θ−i). But

U(f(θ′i, θ−i), θi, θ−i) = U(f(θi, θ−i), θi, θ−i)

implies, we must have f(θi, θ−i) = f(θ′i, θ−i) (because of consistent tie-breaking). This is a

contradiction to the fact that θ′i � θi and θi � θ′i. �
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6 Discussion

6.1 Failure of Payoff Equivalence

Given the equivalence in terms of implementability between security and royalty mechanisms,

a natural question to ask is whether the payoffs from a security mechanism can be achieved

by a royalty mechanism. Put differently, given an scf f and a security contract s that

implements f , we ask if there exists a royalty contract (s, t) that implements f such that

Eu[s(u(θ, f(θ)), θ)] = r(θ)Eu[u(θ, f(θ))]− t(θ).

Note that this requirement is only on payoffs on the equilibrium path. This is the usual

revenue/payoff equivalence formulation in the mechanism design literature in quasi-linear

environments (Krishna, 2009). The following example shows that this does not hold.

Example 3

Consider a type space Θ := {θ1, θ2, θ3}. Let the set of alternatives be A := {a1, a2, a3}.
Assume that for every a ∈ A and for every θ ∈ Θ, the set of values of u(θ, a) is a finite

set with possible values {30, 20, 10}. The distribution of utilities is shown in Table 2, where

ε > 0 is sufficiently small – note that the distributions are ordered.

(θ1, a1) (θ1, a2) (θ1, a3) (θ2, a1) (θ2, a2) (θ2, a3) (θ3, a1) (θ3, a2) (θ3, a3)

30 1− 2ε 1− 2ε ε ε ε ε ε ε ε

20 ε ε 1− 2ε 1− 2ε 1− 2ε ε ε ε ε

10 ε ε ε ε ε 1− 2ε 1− 2ε 1− 2ε 1− 2ε

Table 2: Distribution utilities

Consider the scf f defined as: f(θi) = ai for i ∈ {1, 2, 3}. This can be implemented by a

security contract s, which is as follows:

s(30, θ1) = 20, s(20, θ1) = 5, s(10, θ1) = 1

s(30, θ2) = 16, s(20, θ2) = 15, s(10, θ2) = 1

s(30, θ3) = 16, s(20, θ3) = 10, s(10, θ3) = 5.

As ε → 0, this security mechanism generates the expected utilities to the agent as given in

Table 3. To verify that s implements f , note that the columns represent the true type of the

agent, and the maximum in each column i appears at the i-th row.

Suppose there is a royalty contract (r, t) that implements f and provides the same utility

for the agent upon truth telling. Denote by W (θ), the net utility of the agent in the royalty
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θ1 θ2 θ3

Eu[s(u(·, f(θ1)), θ1)] 20 5 1

Eu[s(u(·, f(θ2)), θ2)] 16 15 1

Eu[s(u(·, f(θ3)), θ3)] 10 5 5

Table 3: Exepcted utilities of (f, s) as ε→ 0.

a1 a2 a3

Eu[u(θ1, ·)] 30 30 20

Eu[u(θ2, ·)] 20 20 10

Eu[u(θ3, ·)] 10 10 10

Table 4: Expected utilities as ε→ 0.

mechanism (f, r, t) upon telling the truth when his type is θ. Incentive compatibility of the

royalty mechanism implies that for all θ, θ′, Inequality 1 is satisfied, i.e.,

W (θ′)−W (θ) ≤ r(θ′)
[
Eu[u(θ′, f(θ′))]− Eu[u(θ, f(θ′))]

]
(5)

But by our assumption W (θ) = Eu[s(u(θ, f(θ)), θ)] for all θ ∈ Θ. Substituting in Inequality

5, we get

Eu[s(u(θ′, f(θ′)), θ′)]− Eu[s(u(θ, f(θ)), θ)] ≤ r(θ′)
[
Eu[u(θ′, f(θ′))]− Eu[u(θ, f(θ′))]

]
(6)

Taking θ′ = θ2 and θ = θ3 in Inequality 6 and letting ε → 0, we get r(θ2) ≤ 1
2
. Taking

θ′ = θ2 and θ = θ1 in Inequality 6 and letting ε → 0, we get r(θ2) ≥ 1, which gives us a

contradiction. Thus, for small ε > 0, there is no royalty contract that yields the same payoff

as s .

6.2 A Model with a One Dimensional Uncountable Type Space

As Example 2 demonstrated, the finite type space assumption is crucial in Theorem 1 and

the equivalence does not hold in general for infinite type spaces. In this section, we describe

a simple model of a one dimensional type space, where Theorem 1 extends without the finite

type space assumption.

We assume that the set of alternatives A is finite and Θ ⊆ R (hence, Θ need not be a

finite set or even countable). We also assume that Eu[u(θ, a)] is linear in θ for every a ∈ A.

In particular, for every alternative a ∈ A, there exists κa ≥ 0 and γa such that

Eu[u(θ, a)] = κaθ + γa ∀ θ ∈ Θ.
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We call this the linear expected utility (LEU) assumption.11 The main result of this

section is a generalization of Theorem 1 and Theorem 2 under these assumptions. In this

model, implementability can be characterized by simpler conditions than those required for

Theorem 2.

Definition 8 An scf f is 2-acyclic if for every θ, θ′ ∈ Θ such that θ′ �f θ, we have

θ �f θ′.

Theorem 4 Suppose A is finite, Θ ⊆ R, distributions of utilities is ordered, and LEU

assumption holds. Then, the following conditions on an scf f are equivalent.

1. f satisfies 2-acyclicity.

2. f is multiplier 2-cycle monotone.

3. f is implementable by a royalty contract.

4. f is implementable by a security contract.

Proof : 1⇒ 2. Define the map ν : A→ R+ as follows. For every a ∈ A,

ν(a) =

{
1
κa

if κa 6= 0

0 if κa = 0

Further, define ν∗ := maxa∈A ν(a) and Θ0 := {θ ∈ Θ : κf(θ) = 0}. Now, define λ : Θ→ (0, 1]

as follows. Fix an ε ∈ (0, 1]. For every θ ∈ Θ,

λ(θ) =

{
ε ∀ θ ∈ Θ0
ν(f(θ))
ν∗

∀ θ ∈ Θ \Θ0.

Now, note that if θ ∈ Θ0, then λ(θ)κf(θ) = 0 and if θ ∈ Θ \Θ0, then λ(θ)κf(θ) = 1
ν∗

. Hence,

for every θ ∈ Θ0 and θ′ ∈ Θ \Θ0, we have

λ(θ′)κf(θ′) > λ(θ)κf(θ). (7)

Now, consider any θ, θ′ ∈ Θ. Since f is 2-acyclic, it means θ′ �f θ implies θ �f θ′.

Equivalently, (θ′− θ)κf(θ) ≥ 0 implies (θ′− θ)κf(θ′) ≥ 0. Equivalently, if θ > θ′ and κf(θ) = 0

then κf(θ′) = 0. This further means, if θ ∈ Θ0 and θ′ < θ, then θ′ ∈ Θ0. Hence, using

Inequality 7, we get that if θ′ > θ, then

λ(θ′)κf(θ′) ≥ λ(θ)κf(θ). (8)

11Most recently, Gershkov et al. (2013) study the equivalence of Bayesian and dominant strategy imple-

mentation with quasilinear transfers in such environments.
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Now, for any θ, θ′ ∈ Θ with θ′ > θ, multiplier 2-cycle monotonicity requires that

(θ′ − θ)
(
λ(θ′)κf(θ′) − λ(θ)κf(θ)

)
≥ 0. (9)

This is true because of Inequality 8.

2 ⇒ 3. Using Proposition 3, it is enough to show that if f is multiplier 2-cycle monotone,

then it is multiplier cycle monotone. Because f satisfies multiplier 2-cycle monotonicity, for

any θ′ > θ, Inequality 9 is satisfied. But, this implies that Inequality 8 is satisfied.

Assume for contradiction that f fails multiplier cycle monotonicity. Let k be the smallest

integer such that f fails multiplier k-cycle monotonicity. Since f satisfies multiplier 2-cycle

monotonicity, k ≥ 3. This means for every λ : Θ → (0, 1] and for some finite sequence of

types (θ1, . . . , θk), we have

k∑
j=1

`f,λ(θj, θj+1) < 0,

where θk+1 ≡ θ1 and `f,λ(·, ·) is as defined in Equation 10. Consider a λ : Θ → (0, 1].

Let θj > θp for all p ∈ {1, . . . , k} \ {j}. We will show that `f,λ(θj−1, θj) + `f,λ(θj, θj+1) −
`f,λ(θj−1, θj+1) ≥ 0. To see this,

`f,λ(θj−1, θj) + `f,λ(θj, θj+1)− `f,λ(θj−1, θj+1) = θj[λ(θj)κf(θj) − λ(θj−1)κf(θj−1)]

+ θj+1[λ(θj+1)κf(θj+1) − λ(θj)κf(θj)]

− θj+1[λ(θj+1)κf(θj+1) − λ(θj−1)κf(θj−1)]

= (θj − θj+1)[λ(θj)κf(θj) − λ(θj−1)κf(θj−1)]

≥ 0,

where the last inequality follows from the fact that θj > θj+1 and applying Inequality 8.

Since f satisfies multiplier (k − 1)-cycle monotonicity, we know that `f,λ(θ1, θ2) + . . . +

`f,λ(θj−2, θj−1) + `f,λ(θj−1, θj+1) + `f,λ(θj+1, θj+2) + . . .+ `f,λ(θk, θ1) ≥ 0. But, because of the

last inequality, we must have

k∑
j=1

`f,λ(θj, θj+1) ≥ 0,

which gives us a contradiction.

Of course, 3⇒ 4 and Proposition 1 establishes that 4⇒ 1. This concludes the proof. �

Remark. A closer look at the proof of Theorem 4 reveals that if κa > 0 for all a ∈ A, then

for every scf f , Θ0 = ∅, and hence, every scf f satisfies 2-acyclicity vacuously. Thus, every

scf can be implemented using a royalty contract.

20



7 Related Literature

Mechanism design with securities originated with the literature on security auctions (Hansen,

1985; Riley, 1988). This paper has been partly inspired by the recent work which discuss

the revenue ranking of auctions conducted with different securities (DeMarzo et al., 2005;

Che and Kim, 2010; Abhishek et al., 2012). These papers study how a seller’s revenue is

affected by the “steepness” of securities that are admissible as bids. In contrast to the work

on security auctions, our focus is on a general mechanism design environment and our goal

is to characterize implementable scfs. Additionally, since we do not focus on auctions, we do

not need the space of admissible security contracts to be ordered - securities are completely

ranked and better securities provide a higher expected payoff to the seller irrespective of

bidder type. This restriction is required in security auctions to ensure that a winner can

be declared based on the bids but before the utility is realized. In other words, the royalty

mechanisms we consider (which are not ordered) are explicitly prohibited in the security

auctions literature. For a recent survey of work on auctions with contingent payments, see

Skrzypacz (2013).

This paper is related to the dominant strategy implementation literature in quasi-linear

environments, which originated with Rochet (1987). As we have mentioned earlier, he derived

a condition called cycle monotonicity which characterized implementability with quasilinear

transfers. Recent contributions to this literature (Bikhchandani et al., 2006; Saks and Yu,

2005; Ashlagi et al., 2010; Mishra and Roy, 2013) investigate conditions that are weaker than

cycle monotonicity which characterize implementability in such environments with finitely

many allocations. In the context of single object auctions, Myerson (1981) showed that a

monotonicity condition is equivalent to implementation in Bayes-Nash equilibrium. Myer-

son’s result can be straightforwardly adapted to give a characterization of dominant strat-

egy implementable allocation rules in single object auction framework (see also Laffont and

Maskin (1980)). The monotonicity condition in Myerson (1981) is a simplification to Ro-

chet’s cycle monotonicity condition in the context of single object auction. A comprehensive

review of this literature appears in Vohra (2011).

Perhaps the closest related paper to this work is Rahman (2011) which characterizes

implementation in an environment where the principal can observe and condition the mech-

anism on a noisy signal which is correlated with the agent’s type. The environment he

considers differs fundamentally from ours in at least two important respects. Firstly, in his

model, both the scf and the payments are functions of the signal and the agent’s report.

Hence, the signals in his model depend only on the agent’s type and not on the allocation.

By contrast, in our setting, the scf depends only on the reports whereas the contracts depend

additionally on the realized utility. Secondly, while we consider general securities, he restricts
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attention to quasilinear transfers. That said, it should be noted that he considers a signal

structure which is more general than ours as he does not impose the ordering condition. A

challenging and fruitful problem for future research would be to characterize implementation

by securities in an environment where utility distributions depend on allocations but are

otherwise unrestricted as in Rahman (2011).

The task scheduling problem in algorithmic mechanism design is related to the implemen-

tation of the Rawlsian scf. In the task scheduling problem, a principal is trying to minimize

the time taken to complete the entire set of given tasks. These tasks must be allocated to a

set of agents whose private information is the time they take to complete the different tasks.

Nisan and Ronen (2001) consider a linear environment and argue that no quasilinear trans-

fers can achieve the optimal time. Instead they show that the optimum can be achieved if the

principal can condition payments on the realized times of completion. Our characterization

could potentially be useful in extending the results of Nisan and Ronen (2001) to general

nonlinear environments. Here, the agents may have synergies in production– groups of tasks

may be completed in less than the sum of time they would take to complete each task in

the group individually. Additionally, the principal may have more complicated preferences

in which certain tasks take precedence over others. We leave this interesting problem for

future research.

8 Concluding Remarks

In this paper, we study a general version of the classic dominant strategy implementation

problem introduced by Rochet (1987). We consider environments where the principal can

offer contracts which depend on the random realized utilities of the agents, the distributions

of which depend on the private types of the agents and the outcome. This model nests

the deterministic quasilinear setting. Our main result shows that any implementable scf is

implementable using a simple royalty contract which consists of an upfront payment and a

percentage of future profits. The result is similar in spirit to Afriat’s theorem of revealed

preference. Following Rochet (1987), there has been a large and insightful body of work in

dominant strategy quasilinear implementation. We hope that this paper spurs an interest in

studying implementation with securities in random environments. To this end, we suggest a

few avenues for future research.

In Section 6.2 we examined a linear one dimensional setting where our main result con-

tinues to hold even when the type space may be uncountable. A natural extension is then

a characterization of infinite type spaces where there is an equivalence between the space

of scfs implementable by security and royalty contracts respectively. Moreover, when this

equivalence fails, one can ask whether there is a different class of simple contracts which can
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implement all implementable scfs. As we mentioned earlier, another possible extension is to

extend our analysis to type spaces which do not satisfy our ordering condition. For this, the

techniques developed in Rahman (2011) may be useful.

Another interesting generalization would be to consider interdependent value settings.

Even the utilitarian efficient outcome is difficult to implement in this setting using quasi-

linear mechanisms - Maskin (1992) shows that if the utility function of each agent satisfies a

single crossing condition then the utilitarian efficient outcome can be implemented. However,

Mezzetti (2004) has shown that using two-stage mechanisms that depend on the realized

utilities of agents, the utilitarian efficient outcome can always be implemented even in the

interdependent values model. We are not aware of work analyzing the implementability of

Rawlsian scfs in an interdependent value setting. 12

More generally, mechanism design with securities is necessary for the design of contracts

in environments where the distribution of the agents’ utilities depend on their private in-

formation and additionally on an action they may undertake which is unobservable to the

principal. Here, contracts which depend on the realized utility are necessary to provide the

appropriate incentives for the agents to undertake desirable actions. A classic example of

such an environment is Laffont and Tirole (1986) where a principal is trying to regulate the

cost of an agent who has a private efficiency parameter and can reduce his cost by conducting

costly unobservable effort. In their setting, the principal is permitted to use very general

contracts and they surprisingly show that the second best solution can be achieved using

simple linear contracts (akin to the royalty contracts in our setting). An important question

is to provide conditions characterizing implementable scfs in such environments. Addition-

ally, it would be interesting to characterize the subset of implementable scfs which can be

implemented using royalty contracts. We hope to answer such questions in future research.

12The general issue of incentive constraints becoming too restrictive to implement desirable social choice

functions have been considered by many. For instance, in the standard mechanism design framework, Jackson

and Sonnenschein (2007) show how to overcome incentive constraints by linking decisions of sufficiently many

replicas of the same decision problem.
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Appendix

Omitted Proofs

Proof of Proposition 3

Proof : Let f be an scf. Define for every θ, θ′ ∈ Θ and for every λ : Θ→ (0, 1],

`λ,f (θ′, θ) = λ(θ)Eu[u(θ, f(θ))]− λ(θ′)Eu[u(θ, f(θ′))]. (10)

By definition, f is implementable by a royalty mechanism if and only if there exist t : Θ→ R
and λ : Θ→ (0, 1] such that for all θ, θ′, we have

t(θ)− t(θ′) ≤ `λ,f (θ′, θ). (11)

We will denote Inequality (11) as incentive constraint (θ → θ′). Suppose f is an scf im-

plementable by a royalty mechanism (r, t). Consider a sequence of types (θ1, . . . , θK) for

some integer K ≥ 2 and denote θK+1 ≡ θ1. By adding the incentive constraints (11) for

(θ1 → θ2), . . . , (θK → θK+1), we get that
∑K

j=1 `
r,f (θj, θj+1) ≥ 0. Hence, f is multiplier cycle

monotone.

For the converse, suppose f is multiplier cycle monotone. Then, there is a λ : Θ →
R such that for every integer K ≥ 2 and (θ1, . . . , θK , θK+1), where θK+1 ≡ θ1, we have∑K

j=1 `
r,f (θj, θj+1) ≥ 0. Then, by the Rochet-Rockefellar theorem (Rochet, 1987; Rockafellar,

1970), there exists t : Θ → R such that for all θ, θ′, the incentive constraint (θ → θ′) is

satisfied. Hence, f is implementable by the royalty contract (λ, t). �

Proof of Lemma 1

Proof : Consider an scf f . Notice that because of the assumptions in the model, we need

to show that there exists a security contract s such that for every θ, θ′ ∈ Θ, we have

s(ū(θ, f(θ)), θ) ≥ s(ū(θ, f(θ′)), θ′). (12)

We will define an incomplete binary relation �s, ∼s over tuples {ū(θ, f(θ′)), θ′} for all

θ, θ′ ∈ Θ. These tuples correspond to a type θ making a report of θ′. We first define the

relation �s0 and ∼s now.

{ū(θ, f(θ′)), θ′} �s0 {ū(θ′, f(θ′)), θ′} if ū(θ, f(θ′)) > ū(θ′, f(θ′))

{ū(θ′, f(θ′)), θ′} �s0 {ū(θ, f(θ′)), θ′} if ū(θ, f(θ′)) < ū(θ′, f(θ′))

{ū(θ, f(θ′)), θ′} ∼s {ū(θ′, f(θ′)), θ′} if ū(θ, f(θ′)) = ū(θ′, f(θ′))

{ū(θ′, f(θ′)), θ′} ∼s {ū(θ, f(θ′)), θ′} if ū(θ, f(θ′)) = ū(θ′, f(θ′))

{ū(θ, f(θ)), θ} �s0 {ū(θ, f(θ′)), θ′} for all θ′ 6= θ
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We define �s as the transitive closure of �s0 . Formally, we say {ū(θ, f(θ′)), θ′} �s
{ū(θ̂, f(θ̂′)), θ̂′} if there exists a finite sequence {{ū(θ1, f(θ′1)), θ′1}, . . . , {ū(θK , f(θ′K)), θ′K}}
such that

{ū(θ, f(θ′)), θ′}R1{ū(θ1, f(θ′1)), θ′1}R2 · · ·RK{ū(θK , f(θ′K)), θ′′K}RK+1{ū(θ̂, f(θ̂′)), θ̂′}

where Rk ∈ {�s0 ,∼s} and at least one Rk ≡�s0 . It is easy to argue that acyclicality of f

implies that the relation �s is irreflexive.

Since �s is irreflexive and transitive and Θ is countable, we can then use a standard

representation theorem (Fishburn, 1970) which guarantees the existence of a function s

which respects �s. But this only defines s(ū(θ, f(θ′)), θ′) for all θ, θ′ ∈ Θ - note that this s is

increasing in its first argument. This can be trivially extended to s(x, θ) for all x ∈ R such

that it is increasing in the first argument. By construction of the relation �s, this function

s satisfies Inequality 12. �
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